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Introduction
Display Parallel Interface (DPI) displays can be connected to Raspberry Pi devices via the 40-pin general-purpose

input/output (GPIO) connector as an alternative to using the dedicated Display Serial Interface (DSI) or High-Definition

Multimedia Interface (HDMI) ports. Many third-party DPI displays have been made available to take advantage of this. The

Buster (and earlier) Raspberry Pi operating system (OS) and the legacy display stack used Raspberry Pi-specific

parameters in config.txt to configure DPI displays. With the move to Bullseye and its use of the Kernel Mode Setting

(KMS) graphics driver by default, these config.txt entries are no longer relevant as all control of the display pipeline has

shifted to the Linux kernel.

This whitepaper assumes that the Raspberry Pi is running the Raspberry Pi OS (Linux), and is fully up to date with the

latest firmware and kernels.

Terminology

DPI: Display Parallel interface. A specification for interfacing with display devices, typically liquid crystal display (LCD)

panels, that are driven through a set of parallel data lines.

Legacy graphics stack: A graphics stack wholly implemented in the VideoCore firmware blob with a shim application

programming interface (API) exposed to the kernel. This is what has been used on the majority of Raspberry Pi Ltd’s Pi

devices since launch, but is gradually being replaced by KMS/DRM.

vc4-kms-v3d: The full KMS driver for Raspberry Pi devices. Controls the entire display process, including talking to the

hardware directly with no firmware interaction.

FKMS: Fake Kernel Mode Setting. While the firmware still controls the low-level hardware (for example the HDMI ports,

DSI, DPI, etc.), standard Linux libraries are used in the kernel itself.

KMS: Kernel Mode Setting API.

DRM: Direct Rendering Manager, a subsystem of the Linux kernel used to communicate with graphics processing units

(GPUs). Used in partnership with FKMS and KMS.

SoC: System on a chip. The main processor on Raspberry Pi boards, which varies according to model.

DT: Device Tree, a mechanism for defining the hardware characteristics of a device.
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Using DPI displays

Simple panels

For simple DPI panels that need no configuration, moving to KMS is relatively straightforward.

The new vc4-kms-dpi-generic overlay allows the properties and timings of the panel to be specified with dtoverlay
/dtparam lines in config.txt. As the help text describes, it has a number of parameters:

Params: clock-frequency         Display clock frequency (Hz)
        hactive                 Horizontal active pixels
        hfp                     Horizontal front porch
        hsync                   Horizontal sync pulse width
        hbp                     Horizontal back porch
        vactive                 Vertical active lines
        vfp                     Vertical front porch
        vsync                   Vertical sync pulse width
        vbp                     Vertical back porch
        hsync-invert            Horizontal sync active low
        vsync-invert            Vertical sync active low
        de-invert               Data Enable active low
        pixclk-invert           Negative edge pixel clock
        width-mm                Define the screen width in mm
        height-mm               Define the screen height in mm
        rgb565                  Change to RGB565 output on GPIOs 0-19
        rgb666-padhi            Change to RGB666 output on GPIOs 0-9, 12-17, and
                                20-25
        rgb888                  Change to RGB888 output on GPIOs 0-27
        bus-format              Override the bus format for a MEDIA_BUS_FMT_*
                                value. NB also overridden by rgbXXX overrides.
        backlight-gpio          Defines a GPIO to be used for backlight control
                                (default of none).

The dpi_timings= line from the legacy config.txt system has the following format:

dpi_timings=<hactive> <h_sync_polarity> <hfp> <hsync> <hbp> <vactive>
<v_sync_polarity> <vfp> <vsync> <vbp> <n/a> <n/a> <n/a> <n/a> <n/a> <clock-
frequency> <n/a>

Using the timings example of the Pimoroni HyperPixel4, the old config.txt line

dpi_timings=480 0 10 16 59 800 0 15 113 15 0 0 0 60 0 32000000 6

converts to
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dtoverlay=vc4-kms-dpi-generic
dtparam=hactive=480,hfp=10,hsync=16,hbp=59
dtparam=vactive=800,vfp=15,vsync=113,vbp=15
dtparam=clock-frequency=32000000

The legacy dpi_output_format line is a bitmasked field to configure various properties of the DPI block, as documented in

https://www.raspberrypi.com/documentation/computers/raspberry-pi.html#controlling-output-format.

The bits from that field map to dtparam settings as follows:

Bits Description Options Default KMS support

0–3 Output format rgb565, rgb666, rgb666-padhi, rgb888

(not all the options are mapped)

RGB666

(old mode 5)

partial

4–7 RGB order Hex value, set in conjunction with

output format: 0x1013 for bgr888,

0x101e for bgr666-padhi, 0x101f for

bgr666; other orderings are not

supported

RGB partial

8 Output enable mode no

9 Invert pixel clock pixclk-invert off yes

12 HSync disable no

13 VSync disable no

14 Output enable disable no

16 HSync polarity hsync-invert off yes

17 VSync polarity vsync-invert off yes

18 Output enable invert de-invert off yes

20 HSync phase no

21 VSync phase no

The config.txt entry

dpi_output_format=0x7f216

as used on the HyperPixel4 can be translated to the additional dtparam lines as follows:

dtparam=hsync-invert,vsync-invert,pixclk-invert
dtparam=rgb666-padhi

Note: This use of phase with invert actually counteract each other.

The dtparams parameters width-mm and height-mm allow the setting of the physical size of the display advertised to

userspace.

The final parameter of note is the backlight control GPIO. The dtoverlay option backlight-gpio allows a specific GPIO to

be assigned to any backlight control implemented on the display. This defaults to none.
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More advanced timing

Where the vc4-kms-dpi-generic overlay does not allow for all options of timings and syncs, and your panel requires no

initialisation sequence, it is possible to add a customer panel timing definition to the panel-simple.c driver

(https://github.com/torvalds/linux/blob/master/drivers/gpu/drm/panel/panel-simple.c). This provides access to all the

extra options that are not supported by the generic overlay.

The definition requires:

• A struct drm_display_mode to define the timings. The flags field can express the polarity of the HSync and VSync

pulses if needed, or DRM_MODE_FLAG_CSYNC with DRM_MODE_FLAG_PCSYNC or DRM_MODE_FLAG_NCSYNC can be used for

composite sync options (this used to be 'output enable mode' in dpi_output_format).

• A struct panel_desc to define the panel size, link to the mode, and specify any additional flags required.

• An entry in platform_of_match to link a compatible string to the struct panel_desc.

An overlay can then reference the new compatible string rather than requiring the timings to be specified in the device

tree.

If adding compatible strings, follow the basic guidance of making them 'vendor,device', where vendor should come from

https://github.com/torvalds/linux/blob/master/Documentation/devicetree/bindings/vendor-prefixes.yaml. Ideally, the

device tree binding documentation should also be updated.

Panel-specific drivers

With more complex panels which need to be sent initialisation commands, the correct solution is to write a panel-specific

driver and configure it with a specific dtoverlay.

This is what is actually required for the HyperPixel4 as it needs a set of Serial Peripheral Interface (SPI) commands to

initialise it. That is further complicated by the fact that the panel SPI lines are not wired directly to one of the hardware SPI

controllers, so it needs to use the spi-gpio module to bit-bash SPI on a generic GPIO. This has been done with the panel

driver and the dtoverlay (https://github.com/6by9/linux/blob/rpi-5.15.y-hyperpixel4/arch/arm/boot/dts/overlays/vc4-

kms-dpi-hyperpixel4-overlay.dts).

As this is a dedicated panel driver, the timing configuration is in the driver instead of device tree — see the function

ili9806e_480x800_mode for more details.

Panel drivers have four main functions:

• prepare: Used to power up and configure. Video is not enabled at this point.

• enable: Enable the display. Video is enabled.

• disable: Disable the display. Video is still running.

• unprepare: Power down the display. Video is disabled before this call.

As can be seen in the panel-ilitek-ili9806e driver, prepare sends all the SPI commands to configure the panel mode

(taken from their older configuration script), and enable sends the DISPLAY_ON command. Conversely, disable sends the

DISPLAY_OFF command, and unprepare puts the panel to sleep.

A backlight is defined in the overlay using the gpio-backlight driver, and then associated with the panel driver. Doing this

means that the DRM framework handles enabling and disabling of the backlight rather than the panel driver having to do

it. gpio-backlight allows a GPIO to turn a backlight on/off. There is also pwm-backlight which allows the use of a pulse-

width modulation (PWM) output to give finer control of backlight intensity — see cutiepi-panel-overlay.dts for an

example of using this.
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